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Abstract

This article proposes a solution to the problem of obtaining plausibility information,
which is necessary to perform belief revision: given a sequence of revisions, together with
their results, derive a possible initial order that has generated them; this is different from
the usual assumption of starting from an all-equal initial order and modifying it by a se-
quence of revisions. Four semantics for iterated revision are considered: natural, restrained,
lexicographic and reinforcement. For each, a necessary and sufficient condition to the exis-
tence of an order generating a given history of revisions and results is proved. Complexity
is proved coNP complete in all cases but one (reinforcement revision with unbounded se-
quence length).

1. Introduction

Many belief revision operators are based on some sort of plausibility order (Spohn, 1988;
Boutilier, 1996; Nayak, 1994; Williams, 1994; Areces & Becher, 2001; Zhang, 2004; Ben-
ferhat, Kaci, Le Berre, & Williams, 2004; Hild & Spohn, 2008; Fermé & Hansson, 2011).
Whenever revising can be done in two or more different ways, the result is the disjunction of
either all of them (Alchourron & Makinson, 1982; Fagin, Ullman, & Vardi, 1983; Winslett,
1988) or the most plausible ones only according to the order (Gardenfors, 1988; Katsuno
& Mendelzon, 1991; Peppas, 2008; Nebel, 1992; Fermé & Hansson, 2011). Fewer disjuncts
imply more formulae; therefore, the more discriminating the order, the more informative
the result. A fine-grained order is central to the usefulness of the revised knowledge base.

Iterated revision provides itself a way for obtaining a plausibility order. Even starting
from an all-equal plausibility order (the least discriminating one), each revision changes it by
making some possibilities more plausible than others (Spohn, 1988; Boutilier, 1996; Nayak,
1994; Williams, 1994; Booth & Meyer, 2006; Jin & Thielscher, 2007). A sequence of revisions
produces an order that, depending on the revising formulae, is more or less informative. In
some cases, this is a solution to the problem of obtaining a plausibility order: by a sequence
of previous revisions (Konieczny & Pino Pérez, 2000; Baltag, Gierasimczuk, & Smets, 2011).
However, even a long history of revisions may not produce a fine discrimination. In a limit
case, after revising by a, —a, a, —a, etc., the final order only discriminates models of a from
models of —a.

Is there any other way to obtain an initial plausibility order? One possibility is to derive
it from knowledge of the previous results (this can also be done for merging, Liberatore,
2014b, 2014a). In other words, not only the previous revising formulae are given, but also
the results they produced. If Ky is the initial knowledge base and P; the first revising
formula, the result is another knowledge base K71, which can be further revised by P». In
this article, all K;’s and P;’s are assumed known up to a certain point:
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Such a sequence of consistent formulae [Ky, Pi, K1, ..., Py, K] is called a revision se-
quence. It gives information about the initial plausibility order over models, like the follow-
ing example shows.

Example 1 Let [Ky, Pi, K1] be the revision sequence where:

K() = a
P = -a
Ky = —-aAnbAc

This specific K1 = —a A b A ¢ is not the only possible result of revising Ky = a by
P = —a. While for example —a A —b A ¢ was also possible, —a A'b A ¢ is the actual revision
result. This means that the model {—a,b, c} was considered more plausible than {—a, b, c},
another model of Py. This information can be useful in subsequent revisions.

A revision sequence may be seen as a form of training: the first n revisions are man-
ually performed by human operators, the following others are done automatically us-
ing the initial plausibility order obtained from the training. Technically, from the revi-
sion sequence (Ko, P, K1,..., P,, K] containing the revising formulae and their resulting
knowledge bases up to K,, one derives an initial plausibility order, which is revised by
Py, ..., Py, Pyy1, Poyo, ... to obtain K, 11, K10, ... A similar mechanism has been studied
by Nittka and Booth (2008); a comparison with their approach is in the conclusions.

Example 2 As a part of a research project, PhD student Polyxena is tasked with automat-
ing the incorporation of new data in a database, a process so far manually performed by the
database maintainers, a specialized group of people. She soon realizes that the information
to be incorporated may be disjunctive, so that revisions may be done in multiple ways. In-
troducing data in the form “either —a or —b” when both a and b are in the database requires
erasing either a, b or both. Studying the relevant literature on the topic, she finds out that
such choices require plausibility information. Since the previous revisions were performed by
the database maintainers, they possess this information. She therefore asks them about the
rank of the models, getting answers ranging from “what do you mean?” to “I rank Brazilian
redhead models at the top, but Swiss models are not bad”. After spending half an hour trying
to explain to them the concepts of plausibility, consistency, propositional models (and how
they differ from “fashion models”) and ranking, she gives up.

When she is about to leave the room, one of the maintainers suggests to her to have
a look at the logs, since these files record everything that happened to the database. She
does, and indeed all previous revisions are stored in the logs: both the new information
and how the database maintainers incorporated it. The problem now shifts from eliciting
a rank from the database maintainers, which proved difficult, to determining it from the
previous history of revisions. She finds out that the sequence of revisions and results is
natural-compatible (Definition 4) but not compatible with the other revisions. This means
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that not only an initial plausibility order can be calculated using Lemma 2, but also that the
people who performed the previous revisions had (unknowingly) adopted a policy of minimal
plausibility change.

Apart from the remarks of the operators, admittedly surreal for comedic purposes, the
example shows a not-so-uncommon scenario: a process performed by hand is to be auto-
mated, and eliciting information from the people who have performed it so far is difficult.
First, this information may have never been expressed in an explicit form; second, it may
be hard to formalize for people lacking a background in formal logic.

In the case of belief revision, the information needed to perform the subsequent revisions
is the initial order of the models. However, eliciting an order is not as easy as it may seem, as
shown by research on the similar concept of preference (Sandholm & Conen, 2010; Carson &
Louviere, 2011), not to mention the experimental results in cognitive psychology (Tversky
& Kahneman, 1983): after being given some background information, the majority of the
participants in a test reckoned “Linda is a bank teller and is active in the feminist movement”
to be more likely than “Linda is a bank teller”, while probability theory forbids a A b to be
more likely than a.

Furthermore, providing plausibility information is an additional work for the people who
have manually performed the process so far. Instead, as Example 1 shows, some information
may be derived from the previous history of revisions.

Another example is in data synchronization: the SyncML protocol (OMA, 2002) allows
synchronizing data (phonebook, calendar notes, etc.) between a mobile phone and a com-
puter, but conflicts may arise; an implementation may then ask the user what to do, or
take a decision (like “phone always wins”) which may however be later manually reversed
by the user. Either way, the result tells how the conflict should have been solved. Again,
both the revising formula and the resulting knowledge base are given, and can be used to
derive information about the unknown plausibility order.

As Example 1 shows, from the knowledge of a revision sequence
[Ko, P1, K1, P2, Ks,...,P,, K,] some information about the initial plausibility of models
can be derived. Such an information depends on the revision semantics, and some sequences
are not generated at all by some semantics.

Example 3 Let [Ky, P1, K1, P2, K2, P3, K3| be the revision sequence defined as follows.

Ky = a

P =05

Ky = aANbd

P, = ¢

Ky = aAbAc
P; = -a

K3 = —a

It will be shown that there exists an initial order of the models that generates this sequence
using the natural revision semantics. By contrast, no order generates it with the restrained
and lexicographic semantics.
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The technical results provided by this article are: first, equivalent formulations for the
problem of establishing the existence of an order generating a revision sequence using the
natural, lexicographical, restrained and reinforcement revision; second, how an initial order
can be built if one exists; third, a complexity characterization.

Since the number of models is exponential in the number of variables, “there exists an
order over models such that ...” is a quantification over a data structure that may be
exponential in size. As a result, brute-force search takes double exponential time. The
equivalent formulations avoid this high computational cost by recasting the problem in
terms of polynomial-size data structures.

The problem of establishing the existence of an initial order generating a given sequence
is coNP-complete in all cases but one (reinforcement revision with unbounded sequence
length), therefore showing that the problem can be expressed as the validity of a VQBF.
This proves that the problem can be recast in a form that does not contain the existential
quantification over the initial order.

2. Preliminaries

Belief revision as considered in this article is on propositional formulae built on a finite
alphabet of variables. A truth evaluation over such an alphabet is called a model: a function
from the variables to either true or false. Following a common terminology of propositional
logic, if a model satisfies a formula then it is a model of the formula, and the formula
has that model. The set of models of a formula F' is denoted Mod(F'). A QBF is a
propositional formula where the variables are quantified, either universally (like in Va.—a A
—b), existentially (like in Ja3b.a V b) or both (like in JaVb.a — b). When all variables are
universally quantified the formula is a VQ BF'.

A revision sequence represents the evolution of beliefs over time, including both the
revising formulae and their results.

Definition 1 A revision sequence is an odd sequence of consistent propositional formulae
[Ko, P1, K1, ..., P, K,] over a finite set of variables.

The semantics for belief revision considered in this article work on an ordering of the
models, representing their relative plausibility, which is modified when new information
arrives. Such orderings can be defined as follows.

Definition 2 A total preorder C' is a partition of the models into a finite sequence of classes

[C(0),C(1), C(2),...,C(m)] with C(0) # 0.

Intuitively, such a partition represents a way to compare models: I and J compare the
same if they are in the same class, I compares greater than J if it is in a class of higher
index. The use of partitions instead of the usual notation I < J simplifies definitions and
proofs. Since classes can be empty (except the first), several partitions may represent the
same way of comparing models. This is not a problem as total preorders are never checked
for equality in this article.

A total preorder can be depicted as a shelf, as in Figure 1. The bottom drawer C(0)
contains the most plausible models. These represent the situations currently believed possi-
ble: C'(0) = Mod(Ky). Revising C by P; changes it into a new preorder Cp, that takes into
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account the new information. The class Cp, (0) contains the models that are now considered
the most plausible; therefore, Cp, (0) = Mod(K}).

QQQQQQ QD
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Figure 1: The graphical representation of a total preorder C'

Such a partition formalizes the plausibility of models: models of C(i) are more plausible
than models of C'(i + 1). The lower the class, the more plausible the model; for this reason,
a total preorder is often seen as representing implausibility rather than plausibility. It is
inverse of an ordinal conditional function (Spohn, 1988): x(I) = n if and only if I € C(n).

The study of two of the semantics considered in this article involves the prefixes and
the maxsets of a sequence. Sequences are denoted using brackets [...]. Given a sequence of
formulae [Py, ..., P,], its h-prefix is the sequence containing only its first & — 1 formulae in
the sequence. The maxset of a sequence extends the concept of maximal consistent subsets
from sets to sequences.

maxset([P1, ..., P,]) = maxset(e;[P,...,P,])

maxset([Ql, ey Qi7 Pl]; [Pg, ce ,Pn])
if Qi NA---ANQ; NPy is consistent

maxset([Q1, ..., Qi, true], [Pa, ..., P,])
otherwise

maxset([Q1,...,Qnlie) = [Q1,...,Qx]

maxset([Q1, ..., Qi); [P1, P, ..., Pa]) =

A sequence of formulae used in a context where a propositional formula is expected
implicitly represents the conjunctions of its formulae. For example, a V [b, ¢, ¢ V d] means
aV (bA—cA(cVd)). According to this notation, Q1 A---AQ; A Py is inconsistent if and only
if [Q1,...,Q;] E ~P1. As aresult, [Q1,...,Q;,true] can be replaced by [Q1,...,Q;, 7P| in
the definition of a maxset.

By definition of prefixes and maxsets, they commute: the h-prefix of the maxset of a
sequence is the same as the maxset of the h-prefix of the same sequence. As a result, if P is
the h-th element of the sequence S then P € maxset(.S) if and only if P Amaxset(prefix,(S))
is consistent.

The maxset is often written maxset(Pi, ..., P,) as a shorthand of maxset([P, ..., P,]).
A number of properties of maxsets are now shown. All proofs are in the appendix.
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Lemma 1 If F is consistent and F | maxset(P,...,P,), then maxset(Py,...,P,) =
{Pi|1<i<nandF = PB}.

Lemma 2 If F is consistent and F = maxset(P,...,P,), every consistent subset of
{P1,...,P,} that contains all formulae entailed by F is equivalent to maxset(Py, ..., Py,).

In this article, a sequence of formulae where some of them are replaced by true is called
a subsequence. This is similar to the usual definition, with the difference that formulae
maintain their position in the sequence.

Lemma 3 If F is consistent then F [~ maxset(Py,..., P,) if and only if there exists a
subsequence R of [Py, ..., P,] such that:

1. R is consistent;
2. if F |= P; then P; € R;

3. for some i, P; ¢ R and P; A\ prefix;(R) is consistent.

The conditions in the lemma are all of existential type: there exists R, there exists
a model for R, either F' [~ P; or P, € R and P; A prefix;(R) is consistent. This proves
that checking F' [~ maxset(Py,..., P,) can be expressed as the validity of a JQBF, and is
therefore in NP.

Corollary 1 If F' is consistent, checking F = maxset(P,..., P,) is in NP.

The lemma avoids constructing the maxset one formula at time by replacing the test
of satisfiability of P; A prefix,;(maxset(Py,..., P,)) with F' |= P;, which is the same if F' is
consistent and entails the maxset. This way, the sequence of satisfiability checks required
to build the maxset are parallelized, that is, turned into a number of validity checks that
can be performed in parallel.

In order to check F = maxset(P,...,P,), one first checks whether F |=
maxset(Py, ..., P,), and then maxset(Py,...,P,) E F. Assuming that the first condition
is true, the second can be shown in coNP.

Theorem 1 If F is consistent, checking F' = maxset(Py, ..., P,) is in coNP.

In this article, only revisions satisfying the AGM postulate 4 are considered: K x P =
K AP if K AP is consistent. Also, all formulae P; and K; in the sequences are assumed
consistent. When checking a sequence for being generated by some total preorder, K; 1 A P,
is consistent if and only if K; = K;_1 A P;. In particular, if the sequence is generated by some
total preorder and K;_1 A P; is consistent then by the AGM postulate K;_1 A P; is equivalent
to K;; conversely, if K; = K;_1 A P; is consistent then the consistency of K; implies that of
K,;_1 A P;. This property is important because it allows replacing a satisfiability test with
an unsatisfiability test.
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Figure 2: Natural revision

3. Natural Revision

Natural revision (Boutilier, 1996) modifies a total preorder of plausibility of models C' in
light of a new piece of information P into a new total preorder C'p that is as close as possible
to the original one. In the new preorder P has to be true in all most plausible models, these
of Cp(0). A minimal change of C' ensuring this is setting Cp(0) to be the minimal models
of P according to C, leaving the rest of the preorder unaltered.

Definition 3 The natural revision of the total preorder C by formula P is defined as the
total preorder Cp that follows, where i is the minimal index such that C(i) N Mod(P) # 0:

[ Cl)nMod(P) ifj=0
Cp(j) = { C(j — 1)\Cp(0) otierwise

For example, Cp(0) = C(i) N Mod(P), while Cp(1) = C(1 — 1)\Cp(0) = C(0)\Cp(0).
Graphically, the change that P produces to the preorder in natural revision can be depicted
as “cutting out” the lowest models of P and placing them below the others, as shown in
Figure 2.

If Cp, .. p is the result of revising C' by Pi, then P, etc. using natural revision, then
Mod(K;) = Cp,...p,(0) in the revision sequence (Ko, P1, K1, ..., Py, Ky].

.....

Example 4 Let C = [C(0),C(1)] be the total preorder such that:

C(0) = Mod(a)
C(1) = Mod(—a)

Revising it by P1 = b, P» = ¢ and P3 = —a using natural revision generates the revision
sequence in Fxample 3. Indeed, revising C' by P; = b makes the minimal models of Py to
form the new class zero. Since C(0) N Mod(P) # 0, the index i in the definition of natural
revision s zero. The resulting preorder is therefore:
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=

(0) = C(0) N Mod(P1) = Mod(a A b)
p (1) = C(0)\Cp,(0) = Mod(a N —b)
p(2) = C)\Cp(0) = Mod(-a)

)

Q Q

Since Mod(K1) = Cp,(0), it follows that K1 = a ANb. A similar change happens when
revising by Py = ¢, since Cp(0) N Mod(P2) # 0, which implies i = 0.

Cp,p,(0) = Mod(aNbAc)
Cp,p,(1) = Mod(aNbA—c)
Cp,p,(2) = Mod(a A —b)
Cp,p,(3) = Mod(—a)

Again, Mod(Ks3) = Cp, p,(0), which implies Ko = a Ab A c¢. The minimal models of
P3 = —a are the entire class Cp, p,(3). Therefore, i = 3 and the preorder becomes:

Cp,p,p,(0) = Mod(—a)
Cp1p2p3(1) = Mod(a/\b/\c)
Cp,p,pr,(2) = Mod(aNbA—c)
Cpl Py P; (3) = Mod(a VAN —\b)

This proves that K3 = —a. The revision sequence coincides with that of Example 3.
Looking at this example in the other direction, it shows that the revision sequence [a,b,a A
b,c,a Ab A c,—a,—al is generated by natural revision from some preorder. It will be proved
that this is not the case for restrained and lexicographic revisions.

The aim of this article is to establish whether a sequence is generated by some preorder,
and finding it. Unfortunately, a direct search in the space of total preorders is unfeasible:
the number of models is exponential in the number of the variables, and the number of
total preorders is therefore a double exponential. Fortunately, for natural revision this
difficulty can be overcome thanks to a necessary and sufficient condition for a sequence to
be generated by some total preorder. A number of lemmas are needed to prove it. The first
shows that the revising by a formula does not alter the relative order of models that are
not in the resulting knowledge base.

Lemma 4 If Cp(0) N Mod(F) = () then Cp compares the models of F as C' does, where Cp
is the natural revision of the total preorder C' with formula P.

This result can be iterated over a number of revising formulae: if the resulting knowledge
bases K; are all inconsistent with a formula F', the relative order of models of F' is not
changed. The result of a final revision by F' can therefore be calculated from the original
ordering, in this case. The following lemma is formulated over a fragment of a revision
sequence because this is how it is later applied.
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Lemma 5 Let [Kj, Pjy1,..., P, K;| be a revision sequence generated by natural revision
from a total preorder C. If K; A P; is consistent while none of Kj 1 ANF;, ..., Ki_1 \P; is,
then Cth“_,pi(O) = Mod(K; \ P;).

This lemma is similar to a result by Boutilier (1996, Thm. 17), but lifts the assumption
that all conjunctions K; A Pjy1, ..., K;_o A P;_q are consistent. It shows that if P; is
consistent with a previous K, then natural revision by F; produces a result that can be
determined from K only, independent of the initial preorder. The following lemma covers
the other case, where P; is inconsistent with all previous Kj;.

Lemma 6 If the revision sequence [Ko, P1, K1, ..., P;, K;| is generated by natural revision
from the total preorder C and P; is inconsistent with each of Ky, ..., K;_1, then the models
of K; are the minimal models of P; according to C.

The last two lemmas prove that, for natural revision, K; is equivalent to K; A P; for
the maximal j for which this conjunction is consistent if one exists, otherwise is determined
from the initial preorder. The first is a necessary condition for the existence of a total
preorder generating the sequence.

Definition 4 A revision sequence [Ky, Py, ..., P,, K,] is natural-compatible if, for every
i€ {l,...,n}, it holds:

2. if j is the mazimal index such that j < i and K; A\ P; is consistent (if any), then

KZ‘EKj/\B.

If a sequence is natural-compatible then it is generated by natural revision from some
initial total preorder.

Theorem 2 If [Ky, Py, Ky,..., P, K,| is natural-compatible then it is generated by natural
revision from the initial preorder C' = [C(0),...,C(n+1)].

Mod(K;) ifi<nandV¥l<i.K NP =_L
Ci)y=<3 10 otherwise, if i <n
U{Mod(K;) |3l<j . KiAP LY ifi=n+1

Natural-compatibility is not only a sufficient condition for a sequence being generated
by natural revision from some initial preorder. The following theorem proves that it is also
necessary. Therefore, it characterizes exactly the revision sequences that natural revision
generates.

Theorem 3 A revision sequence [Ko, P1, K1, ..., Py, Ky] is generated by natural revision
from some initial total preorder if and only if it is natural-compatible.

The following example illustrates natural compatibility and its application to natural
revision.
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Example 5 The revision sequence in the previous example is natural-compatible. The first
condition of natural compatibility is satisfied: K1 = a A'b implies P = b; Ko =aAbAc
implies Po = ¢; and K3 = —a implies P3 = —a.

The last preceding formula K; consistent with Py = b is Ko = a, and indeed K1 =
Ko NPy =aANb. The last preceding formula K; consistent with P, = c is K1 = a Ab, and
indeed Ko = K1 APy =aAbAc. Finally, Ps = —a is consistent with none of Kg, K1, Ks.
Therefore, the second condition of natural compatibility places no constraint on it.

Theorem 2 not only proves that the revision sequence is generated by natural revision
from some preorder, but it also provides one: C(0) = Mod(a), C(1) = Mod(—a). This was
indeed the preorder used in the previous example to generate the sequence.

Natural compatibility can be rewritten as a number of satisfiability and unsatisfiability
tests. In particular, that j is the maximal index having the property can be written as:
K; N P is consistent and K, A P; is not, for j < h < 4. This way, no satisfiability check is
dependent on another, so the problem can be solved with two parallel calls to an NP oracle,
one positive and one negative. The assumption that formulae in revision sequences are all
consistent allows rewriting the first.

Lemma 7 Checking the existence of a total preorder C generating a revision sequence
[Ko, P1, K1, ..., Py, K] using natural revision is in coNP.

The problem is also hard for coNP. Therefore, it is coNP complete.

Theorem 4 The problem of establishing the existence of a preorder generating a revision
sequence using natural revision is coNP complete.

4. Restrained Revision

Restrained revision (Booth & Meyer, 2006) has in common to natural revision that when
revising a total preorder C' by a formula P, the minimal models of P becomes the new class
zero. In addition, every other class is split in two according to satisfaction of P: the models
of P go in the lower class, the others in the higher.

Equivalently, every class i is refined (Papini, 2001) into classes 2i and 2i 4+ 1, where the
first class contains the models of class i satisfying P and the second the models of class 4
not satisfying P; then, natural revision is applied.

Definition 5 The restrained revision of the total preorder C by formula P is defined as the
total preorder Cp that follows, where i is the minimal index such that C(i) N Mod(P) # ()
and / denotes quotient (integer division, truncated):

C(i) N Mod(P) if 7=0
Cp(j) = (C((G —1)/2)\Cp(0)) N Mod(P) if j >0 odd
(C((7 —1)/2)\Cp(0))\Mod(P)  otherwise

For example, Cp(0) = C(i) N Mod(P), Cp(l) = (C((1 — 1)/2)\Cp(0)) N

Mod(P) = (C(0)\Cp(0)) N Mod(P) and Cp(2) = (C((2 — 1)/2)\Cp(0))\Mod(P) =
(C(0)\Cp(0))\Mod(P) since (2 —1)/2 =1/2 = 0 using integer division.
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Figure 3: Restrained revision

A graphical example of the application of restrained revision to a total preorder is in
Figure 3.

The revision sequence in Example 3 is not generated by any preorder using restrained
revision. This will be proved using a necessary and sufficient condition to the existence of a
preorder generating the sequence. For now, just to illustrate how restrained revision works,
the preorder shown for natural revision is used.

Example 6 Let C' be the following total preorder:

C(0) = Mod(a)
C(l) = Mod(—a)

Restrained revision by P, = b, P» = ¢ and P3 = —a generates a revision Sequence
different than that in Example 3. Since Ko = Mod(C(0)), it follows Ko = a. Rewvising C
by P1 = b makes the minimal models of P to be the new class zero and splits every other
class by b/—b. The resulting total preorder after removing the empty classes is therefore:

Cp, (0) = Mod(aNb)
Cp, (1) = Mod(a N —b)
Cp,(2) = Mod(—aAb)
Cp,(3) = Mod(—a A —b)

Since Mod(K1) = Cp,(0), it follows that K1 = a Ab. A similar change happens when
revising by P, = c:
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Cp,p,(0) = Mod(aNbAc)
Cp,p,(1) = Mod(aNbA—c)
Cp,p,(2) = Mod(aN—bAc)
Cp,p,(3) = Mod(aN—bA—c)
Cp,p,(4) = Mod(—aNbAc)
Cp,p,(5) = Mod(—a AbA—c)
Cp,p,(6) = Mod(—aA—bAc)
Cp,p,(7) = Mod(—a N —=bA -c)

Again, Mod(Ks3) = Cp, p,(0), which implies Ko = a Ab A c¢. The minimal models of
P3 = —a are the whole class Cp,p,(4). The preorder therefore becomes:

Cp,p,p,(0) = Mod(—aNbAc)
Cpp,p;(1) = Mod(a AbAc)
Cp,p,py(2) = Mod(aAbA —c)
Cpp,pr(3) = Mod(aN—bAc)
Cpppy(4) = Mod(aN—bA—c)
Cp,pyps(5) = Mod(—a AbA —c)
Cpppy(6) = Mod(—a A —bAc)
Cp,p,py(7) = Mod(—a A —=bA —c)

As a result, K3 = —a ANb A c. This revision sequence coincides with that of Example 8
up to P3 but K3 is different, as K3 = —a in the previous example. It will be shown that no
preorder generates that sequence using restrained revision.

The following property is similar to Lemma 5 of natural revision, with the difference
that a maxset is introduces to account for the class split.

Lemma 8 Let [Kj, Pji1,..., P, K;| be a revision sequence generated by restrained revision
from the initial total preorder C. If K; N\ P; is consistent while none of Kj;1 AN F;, ...,
Ki—1 A P; is, then Cp,, . p,(0) = Mod(maxset(K; A P;, Pjy1,...,Pi-1)).

This result is the first half of a necessary and sufficient condition for a sequence being
generated by restrained revision from some preorder, which involves the following definition.

Definition 6 A revision sequence [Kg, P1, K ..., Py, K,] is restrained-compatible if, for
every i € {1,...,n}, it holds:

2. K; = maxset(K; A P;, Pj11,...,Pi—;) if j is the maximal index such that j < i and
K; N\ P; is consistent, if any;
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3. either K; |= P, or K; |= =P, for every |l < i if no such j ewists.

As a side remark, the condition that either K; = P, or K; = —F, in the third point of
the definition refers to all indexes [ < i, including the ones for which Kj is consistent with
a previous K.

If a revision sequence is restrained-compatible it is generated by restrained revision from
some initial preorder. The following lemma specifies which one that is.

Lemma 9 If [Ko, P, K1,..., Py, K,] is restrained-compatible then it is generated by re-
strained revision from the total preorder C = [C(0),...,C(n + 1)], where:

Mod(K;) ifi<nandVl<i.P,ANK =L
Ci)=1 0 otherwise, if i <n
UIMod(K;) |3l < j PiAK W L} ifi=n+1

The results proved so far can be collected into an equivalent formulation of the existence
of a preorder generating a sequence.

Theorem 5 A revision sequence [Ky, Py, K1,. .., Py, K] is generated by restrained revision
from some initial total preorder if and only if it is restrained-compatible.

The sequence in Example 3 can be shown not to be restrained-compatible. Therefore,
not only it is not generated by restrained revision from the preorder that worked for natural
revision, it is not generated from any other.

Example 7 The revision sequence [Ko, P1, K1, Py, Ko, P3, K3] with Ky = a, P, = b, K1 =
aANb, P, =c, Ko =aAbAc, P =-a, K3 = —a is not restrained-compatible (this is
the sequence of Example 3). Indeed, P3 = —a is inconsistent with each of Ko, K1 and Ko,
yet K3 = —a entails neither Pp = b nor =P, = —b, thereby violating the third condition of
restrained compatibility.

The definition of restrained compatibility involves consistency and entailment checks.
The following lemma rewrites it in a form that can be shown to use only inconsistencies.

Lemma 10 A revision sequence [Kg, P1, K ..., Py, K] is restrained-compatible if and only
if, for every index i:

1. K; E P;

2. for every 0 < j <, either K; \ P; is inconsistent or K; = K; A P; for some j <1 <1
or K; = maxset(K; A P, Pji1,...,Pi1);

3. for every 0 < j <i, K; = Pj, K; = —P;, or K; = Kj A\ P; for some 0 <1 <.

Since checking equivalence of a consistent formula and a maxset is a problem in coNP
by Theorem 1, it can be expressed as a universally quantified formula. As a result, all
quantifiers in the conditions of the lemma are universal, and the whole problem is in coNP.
Hardness for the same class is easy to prove.

Theorem 6 FEstablishing the existence of a total preorder generating a restrained revision
sequence is coNP-complete.
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5. Intermezzo: Multiple Preorders

The same revision sequence may be generated by more than one total preorder. Examples
exist even with two variables only, such as the sequence [Ky, P1, K1, P2, Ko] with Ko = aAb,
Pi=aAN-b Ki=aAN-b Po=—-aAband Ko = -aAb.

aAbwaAﬂbwﬂaAb

According to Lemma 9, the sequence is generated by restrained revision from the initial
preorder C = [C(0),C(1),C(2),C(3)].

C(0) = Mod(aNDb)
C(1) = Mod(a N —d)
C(2) = Mod(—aANb)
C(3) = Mod(—a A —b)

However, this is not the only preorder generating the sequence. Classes C(1) and C(2)
can be swapped, still leading to the same result.

C(0) = Mod(a ADb)
C(1) = Mod(—aAD)
C(2) = Mod(a N —d)
C(4) = Mod(—a N —b)

Intuitively, revising by a single-model formula has always a single possible outcome:
the formula itself. As a result, even if Mod(K) is now contained in a class greater than
Mod(K>), still the minimal models of P; are Mod(K).

In a way, this is expected: when revision can only be performed in a single possible
way, the initial preorder is irrelevant. This intuition holds for all considered revisions, and
is confirmed by further simplifying the preorder: indeed, apart from C(0), the other classes
can be shuffled in every possible way, or even merged:

C(0) = Mod(a N b)
C(1) = Mod(—a Ab)U Mod(a A —b) U Mod(—a N —b)

This kind of preorder works whenever each P; has a single model, but not in general.
Even restricting to the P;’s such that P, A K; = L for all j < 4, if | < i then P; A K is
guaranteed to be inconsistent, but P; A K; is not. In other words, Mod(K;) cannot always
be swapped or merged with Mod(K;).

When more than one preorder is possible, a sensible principle is to choose the least dis-
criminating one. Such a preorder would compare I different from J only if strictly necessary
to obtain the revision sequence. In other words, it does not carry plausibility information
that does not follow from the revision sequence. Such a minimization is similar in spirit
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to the way rational closure in conditional logic is the most rationally rooted consequence
relation (Lehmann & Magidor, 1992; Booth & Nittka, 2008). The last preorder shown
obeys this principle, but the question of whether a least discriminating preorder exists for
all revision sequences and all considered revision semantics is an open problem.

A different possible solution is to proceed by refutation: if a sequence
[Ko, P1,Ks,...,P,,K,] is generated by a revision from some preorder but
(Ko, P1,Ka, ..., Py, Ky, Ppy1, Kpt1] is not, then —K,y; might be considered true
after revising by Pp41.

As correctly pointed out by one of the reviewers, a revision sequence may even be
generated by different revisions from different initial preorder, adding a second dimension
to the problem: not only the preorder, but also the semantics of revision has to be chosen.
The sequence shown in this example is one of this kind: it is generated by all four revision
semantics considered in this article from every initial preorder C' with C(0) = Mod(a A b).

6. Lexicographic Revision

In a seminal work on iterated revision, Spohn (1988) defined a tentative semantics based
on the principle that newer formulae are more plausible than older ones at all levels of
plausibility: even the most unlikely models of P are to be preferred over the most likely
of —=P. In spite of some apparent drawbacks pointed out by its author, this semantics was
later recognized as a principled way to perform iterated revision (Nayak, 1994; Darwiche &
Pearl, 1997; Booth & Meyer, 2006; Jin & Thielscher, 2007; Konieczny & Pino Pérez, 2000).

Like the other revisions used in this article, lexicographic revision works on a total
preorder of plausibility of models C. In particular, revision by P changes it by moving all
models of P to classes of index lower than the others.

Definition 7 The lexicographic revision of a total preorder C' by a formula P is defined
as the following total preorder, where i and j are respectively the indexes of the lowest and
highest classes containing models of P:

Co(k) = C(k +1i) N Mod(P) ifk<j—i
PRV =l —j+i— 1)\Mod(P) otherwise

The new class zero is Cp(0) = C(0+14) N Mod(P); as expected, it comprises the minimal
models of P, since C(i) is the lowest class containing models of P. The class Cp(j — i) =
C(j—1i+1) N Mod(P) = C(j) N Mod(P) contains the highest-class models of P, since by
assumption these are in C(j). The models of C(0) that satisfy —P, if any, are moved to
class Cp(j —i+1) =C(H—i+1—j+i—1)\Mod(P) = C(0)\Mod(P). The index is
j — i+ 1 because the lower classes Cp(0),...,Cp(j — i) contain the models of P coming
from C(7),...,C(j).

Figure 4 shows how a total preorder C' is changed by a formula P using lexicographic
revision.

Graphically, lexicographic revision “cuts out” the models of P from their classes and
wedges them under the shelf. This way, every model of P belongs to a lower class than all
models of =P. At the same time, the relative position of two models of P is not changed,
and the same holds for every two models of —P.
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Figure 4: Lexicographic revision

Example 8 It will be shown that the sequence in Example 3 is not generated by lexicographic
revision from any total preorder. Meanwhile, to illustrate the definition of lexicographic
revision the preorder used in the example for natural revision is revised by Pp = b, Po = ¢
and P3 = —a.

C(0) = Mod(a)
C(1) = Mod(—a)

Revising C by Py = b using lexicographic revision removes all models of Py from their
classes and creates new classes for them at the bottom:

Cp, (0) = Mod(aNb)
Cp, (1) = Mod(—aAb)
Cp,(2) = Mod(a N —b)
Cp1 (3) = Mod(ﬁa AN —\b)

Cp,p,(0) = Mod(aNbAc)
Cp,p,(1) = Mod(—aAbAc)
Cp,p,(2) = Mod(aN—bAc)
Cp,p,(3) = Mod(—aN—-bAc)
Cp,p,(4) = Mod(a NbA —c)

302



REVISION BY HISTORY

Cp,p,(5) Mod(—a Nb A —c)
Cp,p,(6) = Mod(aN—=bA—c)
Cp,p,(7) = Mod(—a A —bA —c)

This preorder produces Ko = a Ab A c. Finally, revising by P3 = —a and removing the
empty classes makes the classes 1,3,5,7 to become the new classes 0,1,2,3.

Cp,p,p,(0) = Mod(—aNbAc)
Cpp,p (1) = Mod(—aN—bAc)
Cp,p,pr(2) = Mod(—a AbA—c)
Cpp,pr(3) = Mod(—a A —bA —c)
Cp,p,py(4) = Mod(aNbAc)
Cp,p,py(5) = Mod(aN—bAc)
Cp, p,ps(6) = Mod(a ANbA—c)
Cp,p,p(7) = Mod(a N —=bA—c)

Since K3 = —a Ab A c is not equivalent to —a, the revision sequence in Example 3 is
not generated by lexicographic revision from the initial preorder C. It will be shown that no
preorder at all generates that sequence using lexicographic revision.

For every preorder C' and consistent formula P, the revised preorder C'p using lexico-
graphic revision has three properties:

1. Cp(0) is the set of minimal models of P in the preorder C;
2. there exists an index h such U, _j, Cp(i) = Mod(P);

3. if two models both satisfy P or both falsify it, Cp compares them as C does.

Lexicographic revision can be recast in terms of the maxsets of the reversed sequence.
Booth and Nittka (2008) proved the following property; more precisely, what they proved
implies the following property because an arbitrary preorder [C(0),...,C(n)] is obtained
by revising the ordering with all models in class zero with a sequence of formulae having
C(n),...,C(0) as their sets of models.

Property 1 If [Ky, P1,...,K,, P,] is a revision sequence generated by lexicographic re-
vision from the total preorder C, then Mod(K;) is the set of minimal models of
maxset(P;, ..., Py) according to C.

This property has the following consequences:

1. all models of K; are in the same class of C,
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2. all other models of maxset(P;, ..., P;) are in greater classes.

Two further properties follow. First, if K; AKj is consistent then all models in Mod(K;)U
Mod(K;) are in the same class of C. Indeed, since K; A K is consistent, it has a model
I; since all models of K; are in the same class of I, and the same for Kj, all models of
these two formulae are in the same class. Second, if K; has some models in common with
- K; Amaxset(P;, ..., P;), then all its models are in the same class of C, greater than that
of the models of K;.

This allows shifting from a total preorder among models to a total preorder among
formulae K;. Since this is a preorder over the formulae K;, which are the results of the
revision process, it is called a result preorder.

Definition 8 A result preorder for the revision sequence Ko, P, ..., P,, K] is a total
preorder among its formulae K; such that:

1. if K; N\ Kj is consistent then K; and K are in the same class;

2. if " K; N Kj Amaxset(DP;, ..., Py) is consistent then K; is in a lower class than K;.

The advantage of result preorders is that they can be built from the revision sequence,
as it will be shown. Before, it is proved that the existence of a result preorder is the
same as the existence of an initial total preorder over models generating the sequence by
lexicographic revision. Since two preorders are involved (one among models, one among
formulae), a distinction is made between “preorder among models C” and “preorder among
formulae R”; result preorders are of the second kind.

Lemma 11 If a revision sequence [Ky, Py, K,..., Py, K,] is generated by lexicographic
revision from the total preorder among models C' then it has the result preorder R defined
by:

R(i) = {K; | Mod(K;) C C(i)}

The converse also holds: from a result preorder for a revision sequence one can derive a
preorder among models that generates the sequence using lexicographic revision.

Lemma 12 If R is a result preorder for a revision sequence [Ko, Py, K1, ..., Py, K] such
that K; &= maxset(FP;,..., Py) for every i, then lexicographic revision from the following
total preorder C among models generates the revision sequence, where z is the index of the
greatest class of R:

C(h) = U{Mod(K;) | K; € R(h)} ifh <z
(h) = {I|I¢KU---UK,} ifh=z+1

The two lemmas together imply the following corollary.

Corollary 2 A revision sequence [Ko, Py, ..., Py, K,] is generated by lexicographic revision
from some initial preorder among models if and only if a result preorder for the sequence
exists and K; = maxset(P;, ..., P1) for everyi.
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The condition of existence of a result preorder is already simpler than that of existence
of an initial total preorder over models, since the number of formulae Kj; is linear in the size
of the revision sequence while the number of models may be exponential. The existence of
a result preorder can be further recast in terms of a condition over the revision sequence.

Definition 9 A revision sequence [Ky, Pi, ..., K,, P,] is lexicographic compatible if K; =
maxset(P;, ..., P1) for every i and the relations ~ and < defined as follows do not form
cycles containing some < links:

o K; ~ Kj if and only if K; N K; is consistent;
o K; < Kj if and only if ~K; N K; Amaxset(P;,..., Pp) is consistent.

The rationale of the definition is that K; ~ K is the same as K; and K being in the
same class of R, and K; < Kj is the same as K; being in a lower class. This intuition is
confirmed by the following lemma.

Lemma 13 A revision sequence is generated by lexicographic revision from some total pre-
order if and only if it is lexicographic compatible.

This result can be applied to the running example.

Example 9 The revision sequence presented in Fxample 3 is not lexicographic compatible.
Indeed, maxset(Ps, Po, P)) = maxset(—a,c,b) = —a A ¢ A b, which is not entailed by K3 =
—a. As a result, the revision sequence is not generated by lexicographic revision from any
preorder.

Given a revision sequence, one can determine the consistency of K; A K; and = K; A K; A
maxset(P;, ..., P) for every pair of formulae K; and K;. The problem of non-existence of
a preorder generating the sequence is then turned into that of existence of cycles, which is
computationally easy (polynomial in the size of the revision sequence). The hard part is
checking consistency. Since the problem is polynomial if an NP oracle is available (which
turns all consistency checks into constant-time operations), the problem is in AL. However,
it can be proved to be even computationally easier than that.

Lemma 14 A revision sequence [Ko, P1, K1 ..., Py, K] is not lexicographic compatible if
and only if either K; [~ maxset(FP;,..., Py) for some i or consistent sets Ry,..., R, exist
such that:

1. {P; | 1<j<iand K; = P} C R; for every i; and

2. there exists a cycle K;,, ..., K;,, = K;, such that either Kij /\Kz-j+1 or —|Kij /\Kij+1 AR;
is consistent for all i; € {i1,...,im—1}, and the second is consistent for at least one
such indezx.

The advantage of this reformulation of lexicographic incompatibility is that all entail-
ment tests it contains can be reformulated in terms of consistency. This means that incom-
patibility is in NP. Therefore, compatibility is in coNP. It can also be shown hard for the
same class.

Theorem 7 The problem of checking the existence of a total preorder generating a revision
sequence using lexicographic revision is coNP-complete.
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Figure 5: Reinforcement revision

7. Reinforcement Revision

Reinforcement revision (Jin & Thielscher, 2007) takes as input not only a total preorder
to revise C' and a revising formula P, but also a parameter m that encodes the degree of
belief in P (more precisely, m is the degree of disbelief in = P). For the sake of simplicity,
the restriction to the the case m = 1 is analyzed.

Definition 10 The reinforcement revision of the total preorder C by formula P and pa-

rameter m = 1 is the following total preorder Cp, where i is the minimal index such that
C(i) N Mod(P) # 0.

oo — | €l Mod(P) ifj=0
p(j) = { C(j — D)\Mod(P) U C(j +1i) N Mod(P) if j >0

The general definition has j —m instead of j — 1; in this article, m is always 1. The two
cases can be merged into the single one Cp(j) = C(j — 1)\Mod(P) U C(j + i) N Mod(P) for
all j > 0 by assuming that C'(—1) = ). For example, Cp(0) = C(—1)\Mod(P) U C(i) N
Mod(P) = C(i) N Mod(P), while Cp(1) = C(0)\Mod(P)U C(i+ 1) N Mod(P).

A graphical example of a revision is in Figure 5.

The behavior of this revision is shown on the preorder and formulae of Example 3.

Example 10 Revising the preorder C = [C(0),C(1)] where C(0) = Mod(a) and C(1) =
Mod(—a) by Py = b using reinforcement revision has the effect of increasing the class of
every model of =P by one; the models of Py do not decrease of class since some of them
are already in class zero, which means that i = 0 in the definition of Cp.

Cp,(0) = Mod(a Ab)
Mod((a N =b) V (—a A b))
Mod(—a N —b)

QO

33

G
[
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The same happens when revising by Po = c: every class is the union of the original class
conjoined with ¢ and of the previous class conjoined with —c:

Cp,p,(0) = Mod(a ANbAc)

Cp,p,(1) = Mod((aNbA=c)V (aAN=bAc)V (maAbAc))
Cp,p,(2) = Mod((aN—bA=-c)V(maANbA=c)V (—aA—bAc))
Cp,p,(3) = Mod(—a A —bA —c)

The minimal class containing models of P3 = —a is Cp,p,(1). Therefore, models of —a
are decreased of one class. Models of - P3 = a are increased of one class, as usual:

Cp,p,p,(0) Mod((—a ANb A c))
Cpp,p,(1) = Mod((aNbAc)V(maA=bAc)V (maAbA—c))
Cp,p,p,(2) = Mod((—maN=bA=-c)V(aNbA=c)V(aA-bAc))
Cp,p,p(3) = Mod(aN—bA-c)

As a result, K3 =—-a AbAc.

As for the other revision semantics, every K; is assumed consistent; the case of incon-
sistent K; is degenerated, as no preorder produces such a knowledge base.

Given a fixed revision sequence [Ky, P, K1, ..., P,, K,] generated by reinforcement re-
vision from the initial total preorder C, the lowest class index of the models of P; in the
ordering Cp, . p, is denoted D¢(i). Formally:

Do (i) = min{j | Cpy..pi_, (5) N Mod(F;) # 0}

Revising by P; shifts down all models of P; of D¢ (i) classes and raises all other models
of one class. As a result, Dco(1),..., Dco(n) tell how a model is moved up or down at every
step, allowing to determine how a model is moved between step ¢ and step j.

Definition 11 The movement of I from i to j according to D¢ in the revision sequence
(Ko, P, K1,..., Py, Ky is Mp,(1,1,j) where:

Mp.(I,i,i) =0;

Mp.(I,i,i+1)=—Dc(i+1) if I = Piy1 and Mp,(I,i,i+ 1) =1 otherwise;
ij > Z then MDC(I,Z,j) = Zl:i,...,jfl MDC(I,Z7Z + 1),
’ij < 1 then MDC(I,’i,j) = —MDC(I,j,i).

Since D¢ (i) is the minimal class of models of P; at step ¢ — 1 according to an ini-
tial preorder, Mp,(I,i,7) is the change of classes between 7 and j when using the same
preorder. The initial preorder C affects the definition of Mp([,%,;j) only indirectly, via
the sequence Do = [D¢(1),...,Dc(n)]. As a result, My (I,7,7) can be defined from an
arbitrary sequence of n numbers V = [V (1),...,V(n)].
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Lemma 15 For every sequence of n numbers V.= [V (1),...,V(n)], it holds My (I,i,j) =
My (I,i,h) + My (1, h,j) for every three indexes i, j and h.

This lemma holds even if A is not between 7 and j.

Since Mp,, (1,1, 7) has been defined so that it is the change of class of model I from step
i to step 7, in the particular case where I |= K it is the class of I at step j, since that at
step ¢ is zero.

Lemma 16 If a revision sequence [Ko,Pi,Ki,..., Py, K] is generated by reinforce-
ment revision from the total preorder C' and Do = [Dc(1),...,Dc(n)] with De(i) =
min{j | Cp, . p,_,(j) N Mod(P;) # 0} and I |= K; then, for every j:

e Mp.(I,i,7) > 0 otherwise.

This lemma can be reversed, in the sense that a sequence of values having this property
allows to determine a preorder generating the sequence.

Definition 12 A sequence of nonnegative integer values V. = [V(1),...,V(n)] is a rein-
forcement mover of the revision sequence [Ko, P, K1, ..., Py, K] if, for every i and j, if
I = K; then:

o My(I,i,7) >0 otherwise.

The previous lemma can therefore be recast as: if a sequence is generated by reinforce-
ment revision from the total preorder C, then it has a reinforcement mover: D¢c. The
converse also holds: from a reinforcement mover one can determine a total preorder gener-
ating the revision sequence.

Lemma 17 If V = [V(1),...,V(n)] is a reinforcement mover for the revision sequence
[Ko, P1, K1, ..., Py, K], the following initial preorder C = [C(0),...,C(V(1)+---+V(n+
1))] generates the revision sequence by reinforcement revision and Do = V.

oty = { UK and My(1,i,0) = j} if j< V(1) 44 V(n) + 1
Y {I|Vi.TEK;) ifi=VQ)+...+V(n)+1

In contrast to the condition of compatibility for the other revision semantics, this one
does not explicitly require K; = P;. It is however implied: if I & P; then My (I,i—1,i) =1
by the definition of movement (Definition 11) and if I = K; then My (I,,7) > 0 for every j
by definition of reinforcement mover (Definition 12). But in the particular case of j =i —1
this is My (1,4,7) = My (I,i,i — 1) = —My(I,i — 1,i) = —1, which is not greater than or
equal to zero. Therefore, no reinforcement mover exists if K; = P;.

This lemma allows checking the existence of a preorder generating the sequence by
guessing V' (1),...,V(n) and then checking the class of every model I that satisfies at least
a K;. However, membership to the polynomial hierarchy follows only if all such values V'(7)
are representable in polynomial space, which is only possible if their values are bounded by
some exponential in the size of the sequence.
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Lemma 18 If reinforcement revision generates a revision sequence [Ko, P1, K1, ..., Py, K]
from some total preorder, then it also generates the same sequence from a preorder in which
the minimal initial class of models of Py is 0 or 1.

This lemma proves that if a sequence is generated by some preorder is also generated by
a preorder C' such that D¢ (1) is either 0 or 1. In particular, if Ky A P; is consistent then
Dc(1) = 0, otherwise Do (1) = 1. This is the base case of a recursive proof giving a bound
on the size of the other D¢ (7). Intuitively, this is done by lowering all models of P; of the
same number of classes in the initial preorder; after revising by P; they will moved together
so that their minimal ones are in class zero, resulting in the same ordering as obtained from
the original one. This lowering cannot however be so large that some of these models enter
class zero at a previous step j if they do not satisfy K.

Lemma 19 If reinforcement revision generates the sequence [Kg, P1, K1,..., Py, K] from
a total preorder, it is also generates the same sequence from a total preorder C such that
Dc(’i—l-l) < Dc(1)+...+Dc(i)+i+1.

This lemma can be seen as the inductive part of a proof, where the previous one was
the base case. They lead to the following conclusion.

Lemma 20 Reinforcement revision generates the revision sequence [Ko, P, K1, ..., Py, K]
from a total preorder if and only if it generates the same sequence from a total preorder such
that each D¢ (i) is bounded by 2° — 1.

The values of De(1),. .., Do(n) are bounded by an exponential in the value of n, which
is also a lower bound on the size of the sequence [Ky, Pi, ..., P,, K,]. Therefore, each D¢ (7)
can be represented in space polynomial in the size of the sequence.

Theorem 8 FEstablishing the existence of a total preorder generating the revision sequence
[Ko, P1,. .., Py, K| by reinforcement revision is in X5, and is in coNP if n is a constant.

For the case of constant-length sequences, hardness is easy to prove.

Theorem 9 Checking the existence of a preorder generating a reinforcement revision se-
quence [Ko, P, K1,. .., P,, K;] is coNP-complete, if n is a constant.

8. Conclusions

Belief revision employs plausibility orders to revise a knowledge base, but how to obtain
such orders has largely been neglected. The solution proposed and studied in this article
is to assume knowledge of previous revisions, “reversing” them to obtain the initial order,
which can be then used in further revisions. This method is similar to deriving the order
from hypothetical revisions like K *« P |= @, K *« R =T, etc., which assumes knowledge of
what would happen if the revising formula is P, if it is R, etc. In the approach considered
in this article the results of iteratively incorporating a series of new formulae are given, like
in nested counterfactuals (Eiter & Gottlob, 1996). Booth and Nittka (2008) considered the
problem of deriving facts holding at some time points from partial information expressed
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in terms of positive and negative conditions (i.e., some formulae hold and some others
do not hold at certain time points), and this is done by constructing an initial ordering.
Their study focuses on lexicographic revision only, but allows for partial knowledge of both
revisions and results, and includes the choice of an initial ordering among the possible ones.
Rather than entailment information like K« P+ R = @, in this article the history of revisions
and resulting knowledge bases is assumed fully known. These could be the actual results of
manually performed changes, and may already be available.

The analysis has shown simple equivalent conditions to the existence of an ordering gen-
erating a given series of revisions and results for natural (Boutilier, 1996), restrained (Booth
& Meyer, 2006), lexicographic (Spohn, 1988; Nayak, 1994) and reinforcement revisions (Jin
& Thielscher, 2007). The conditions allow to construct such an initial ordering if one exists.

Using these equivalent conditions, the complexity of establishing the existence of order-
ings generating a sequence has been established for the considered semantics. Surprisingly,
they turned out to be relatively simple: coNP complete in all cases but one (reinforcement
revision with unbounded sequence length). This is the same as checking propositional en-
tailment, which means that checking generability does not increase complexity over that of
the base language of propositional logic.

As shown in Section 5, the same revision sequence may be generated by more than one
ordering. This leads to the question of whether one of them may be considered the “most
natural” for the sequence. If for example [ is less than J in an ordering but not in another,
the second may be seen as more cautious, and in the end more rational: the sequence can
be generated without assuming that I represents a more plausible world than J, so there
is no reason to draw such a conclusion. The question of whether a single least informative
ordering exists for every sequence, in each of the considered revision semantics, is an open
problem.

Still open is the comparison of generable sequences in the various revisions: as shown
by the running example, a sequence that is generated by natural revision is generated by
no ordering with the restrained and lexicographic revision. Is there any sequence with the
opposite property? If not, natural revision may be seen as more suited at explaining why a
revision sequence has been generated. On the other hand, it may also give less information
about the initial ordering used to generate them; this is the case if the orderings generating
the same sequence are more numerous than in the other semantics.

The four semantics for iterated belief revisions are not the only ones defined in the lit-
erature (Williams, 1994; Darwiche & Pearl, 1997; Areces & Becher, 2001; Benferhat et al.,
2004; Konieczny & Pino Pérez, 2000; Zhang, 2004); a recent survey counted at least twenty
seven revision-related operators (Rott, 2009). Natural and lexicographic semantics are re-
garded as extreme forms of revision satisfying the Darwiche-Pear] postulates (Darwiche &
Pearl, 1997), where minimal and maximal hearing is respectively given to the new informa-
tion. Restrained and reinforcement revision can be considered to be in the middle, as they
also obey some other conditions (Booth & Meyer, 2006; Jin & Thielscher, 2007). The four
considered semantics therefore constitute a reasonable spectrum of possibilities, but others
exist.

Some require additional information (like the strength of every revision, Spohn, 1988;
Williams, 1994; Benferhat et al., 2004), others are families of revisions rather than single
ones (Darwiche & Pearl, 1997; Zhang, 2004). These, in particular, open an interesting

310



REVISION BY HISTORY

line of research: whether a revision sequence can be generated by some ordering and some
revision semantics satisfying a given set of conditions, like the Darwiche and Pearl (1997)
postulates. In other words, both the ordering and the semantics are the solution of the
problem, while the given is only the revision sequence.

The assumption of reliability strictly increasing with time also gives other directions to
study. Indeed, this principle has been realized as not true in general (Peppas, 2008) and
iterated revision recognized as a form of prioritized merging (Delgrande, Dubois, & Lang,
2006). In this perspective, giving preference to the last formula is just a particular case.
It is a case of interest, yet searching for the initial plausibility order is also possible in the
general case.

Yet another open problem is how to combine the approach in this article with results
about how people actually perform revision. Indeed, it has been experimentally proved
that human revision suffers from a number of biases (Tversky & Kahneman, 1983; See,
Morrison, Rothman, & Soll, 2011; Wang, Zhang, & Johnson, 2000), such as the anchoring
or order effect, the excessive preference of knowledge acquired early. These studies show
that revision performed by people is not fully rational, contrary to what belief revision
formal semantics attempt to be. Such psychological, extra-logical biases should be kept
into account when working on sequences of manually-performed revisions.
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Appendix A. Proofs

The following sections contain the proofs of all lemmas and theorems in the article.

A.1 Preliminaries: Proofs

Lemma 1 If F is consistent and F | maxset(P,...,P,), then maxset(Py,...,P,) =
{P,|1<i<nand F = B}.

Proof. Since F |= maxset(Py,...,P,) then F implies every P; that is in the maxset.
The only possibility for the claim not to hold is that F' also implies some F; not in the
maxset. Since every element of maxset(Py,...,P,) is implied by F, also every element
of prefix;(maxset(Py, ..., P,)) is. Since F' also entails P;, every model of F' satisfies both
prefix; (maxset(Py, ..., P,)) and P;. The consistency of P; A prefix;(maxset(Pi, ..., FP,))
contradicts the assumption that P; is not in the maxset. |

Lemma 2 If F is consistent and F = maxset(Py,...,P,), every consistent subset of
{P1,...,P,} that contains all formulae entailed by F is equivalent to maxset(P, ..., P,).

Proof. By Lemma 1, since F is consistent and F | maxset(Py,...,P,) then

maxset(Py,...,P,) ={P; | 1 <i<nand F = P;}. This proves that maxset(Py,...,F,)
contains all formulae entailed by F. Let R be a consistent proper superset of
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maxset(Py,...,P,). Let P; be the lowest-index formula that is in R but not in
maxset(Py, ..., P,). Since this is the lowest index, R and maxset(P), ..., P,) have the
same formulae among {P,...,P,_1}. Since R is consistent, its intersection with this set
is consistent as well. Since R also contains P;, it follows that prefix;(Py, ..., P,) U {P;} is
consistent, contradicting the assumption that P; is not in maxset(P, ..., P,). O

Lemma 3 If F is consistent then F [~ maxset(Py,...,P,) if and only if there exists a
subsequence R of [Py, ..., P,] such that:

1. R 1is consistent;
2. if F = P; then P; € R;
3. for some i, P; ¢ R and P; N\ prefix;(R) is consistent.

Proof. Two cases are considered: first, I’ entails the maxset; second, F' does not. In the
first, no such R is proved to exists; in the second, one such R is shown.

If F = maxset(Py,...,P,), then F' implies all elements of the maxset. As a result,
the second condition can only be true if R contains all formulae in the maxset. If R also
contains some formulae not in the maxset, since a formula not in the maxset is inconsistent
with the maxset, then R is inconsistent. As a result, R can be consistent only if it coincides
with the maxset. This contradicts the third point, showing that for every R, if the first and
the second conditions are true the third is false.

If F' |~ maxset(Py, ..., P,), the three conditions are satisfied by R containing precisely
the formulae P; entailed by F. This choice meets the first condition because F' is consistent
and the second by construction. The third condition is now proved to hold as well.

Since F' does not entail the maxset then F' does not entail some formulae in the maxset.
Let i be the least index of a formula in maxset(P,..., P,) that is not entailed by F. By
construction, every formula P; in the maxset is in R if j < 4. It can be shown that the
converse also holds. To the contrary, let 7 < ¢ be the lowest index of a formula in R that is
not in the maxset.

The assumptions that ¢ and j are the least indexes on which R and the maxset differ (in
a way or the other) imply prefix;(R) = prefix;(maxset(/, ..., ,)). Since by assumption
Pj is not in the maxset, it is inconsistent with prefix;(maxset(P, ..., F,)). As aresult, it is
also inconsistent with prefix;(R). Since P; € R, that implies the inconsistency of R, which
was proved consistent.

This contradiction proves that R and the maxset are not only equal up to some index
j <, but up to i. In other words, prefix;(R) = prefix;(maxset(P,..., Py,)).

By assumption F; is a formula in the maxset that is not in R. Being in the maxset
means that P; A prefix;(maxset(Py, ..., P,)) is consistent. As it has just been proved, the
latter is equivalent to P; A prefix;(R). This concludes the proof of the third condition. O

Theorem 1 If F is consistent, checking F = maxset(Py, ..., P,) is in coNP.

Proof. F = maxset(Py,..., P,) holds if F' = maxset(Py,..., P,) and maxset(Py,..., P,) |
F. If the first condition is true, by Lemma 1 the maxset comprises exactly the formulae
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entailed by F. Therefore, the converse maxset(P,...,P,) & F can only happen if there
exists a model [ satisfying all formulae P; entailed by F' but not F itself. In other words:

F = maxset(Py, ..., P,)
iff F = maxset(P,

( , P,) and maxset(P,...,P,) = F
iff F = maxset(P,

(

(

)

,P,) and =(3I . [ £ F and Vi(F |= P, — I = P,))
iff F = maxset(P, )
iff F = maxset(P, )

..,Py)and (3] . I £ F and Vi(F £ Pyor I = F))
..,Py)and VI . I |=F or Ji(F = P, and I [~ F;))

Lemma 3 reformulates the converse of the first condition F' = maxset(Py,..., P,) using
only existential quantifiers (the second point is equivalent to either F' [~ P; or P; € R).
As a result, the first condition can be expressed using only universal quantifiers. The only

existential quantifier in the second condition is that over 7, which can be replaced by a
disjunction. Since all quantifiers are universal, the problem is in coNP. O

A.2 Natural Revision: Proofs

Lemma 4 If Cp(0) N Mod(F) = () then Cp compares the models of F as C' does, where Cp
is the natural revision of the total preorder C' with formula P.

Proof. Let I and J be two models of F', m and [ their classes. Since these are models of F' and
Cp(0) N Mod(F) = (), they do not belong to Cp(0). As a result, Cp(m+1) = C(m)\Cp(0)
contains I and Cp(l + 1) = C(I)\Cp(0) contains J. This proves that revising C by F
increases the classes of I and J by one each. Therefore, I is greater or equal than J

according to Cp if and only if it is according to C. O
Lemma 5 Let [Kj, Pjy1,...,P;, K;| be a revision sequence generated by natural revision
from a total preorder C. If K; N\ P; is consistent while none of Kj 1 ANF;, ..., Ki_1 \P; is,

then ij+1’_..7pi(0) = Mod(K; N\ F;).

Proof. By Lemma 4, ij+1’.__7pi_1 compares models of P; in the same way C' does. As a
result, Mod(K;) are the minimal models of P; in C. Since C(0) = Mod(K;) and K; A P; is
consistent, these minimal models are C(0) N Mod(P;) = Mod(K; N ;). O

Lemma 6 If the revision sequence [Ko, P1, K1, ..., P;, K;] is generated by natural revision
from the total preorder C and P; is inconsistent with each of Ky, ..., K;_1, then the models
of K; are the minimal models of P; according to C.

Proof. By Lemma 4, revising C' by Py,...,P;_1 does not affect the order between the

models of P;. As a result, the minimal models of P; according to Cp, .. p, , are the minimal
models of P; according to C. O
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Theorem 2 If [Ky, Pi, K1, ..., P, K,] is natural-compatible then it is generated by natural
revision from the initial preorder C = [C(0),...,C(n + 1)].

Mod(K;) ifi<nandVl<i.K AP L1
Ci)=1 0 otherwise, if i <n
U{Mod(K;) |3l < j . Ky AP = L} ifi=n-+1

Proof. Since no formula has index lower than zero, C(0) is equal to Mod(K() and is therefore
not empty. The classes of C contain all models because C(n + 1) comprises every model
not in C'(0),...,C(n). To prove that C' is a total preorder, it is to be proved that the sets
C(i) are disjoint. A model is in C(7) with ¢ < n only if it is in Mod(K;). Therefore, it is
also a model of P;. Since F; is inconsistent with each of Ky, ..., K;_1, the model is not in
any of C'(0),...,C(i —1). The class C'(n + 1) contains exactly the models that are not in
C(0)U---UC(n). This proves that C is a total preorder.

The formulae K; are generated in different ways depending on whether K; A F; is con-
sistent for some j < i:

e if such an index j exists, then by the assumption of natural compatibility K; = K; A P;
for the maximal such j; by Lemma 5, this is exactly the result of revising C' by
P,..., P

e otherwise, P, is inconsistent with each of Kjy,...,K;_1; by Lemma 6, Mod(K;)
are the minimal models of F; in the initial preorder C. Since P; is incon-
sistent with Ko,..., K;_1, then: first, since C(0),...,C(i — 1) are subsets of
Mod(Ky), ..., Mod(K;—1), these classes do not contain models of P;; second, C(i)
is not empty but equal to Mod(K;). As a result, the minimal models of P; are exactly

O

Theorem 3 A revision sequence [Ko, Py, K1, ..., P,, K] is generated by natural revision
from some initial total preorder if and only if it is natural-compatible.

Proof. The previous theorem shows that every natural-compatible sequence is generated
by natural revision from some total preorder. The converse is now proved: if a sequence is
not natural-compatible then it is not generated by natural revision from any preorder.

Since Mod(K;) = Cp,,..p,_,.p(0) = Cp,.. p_,() N Mod(P;) for some [, it holds
Mod(K;) C Mod(P;), which is the same as K; = P;. Therefore, if K; = P; no preorder can
generate the revision sequence. Otherwise, natural-compatibility is violated if, for some j
and i:

1. K; A\ P; is consistent;
2. formulae K1 A P, ..., K;_1 A P; are inconsistent;

3. K; A\ P; is not equivalent to K;.
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By Lemma 5, the first two points imply that revising C; by Pji1,...,P; generates a
formula equivalent to K; A P;, contradicting the third point. This proves that a revision
sequence that is not natural-compatible is not generated by natural revision from any pre-
order. |

Lemma 7 Checking the existence of a total preorder C generating a revision sequence
[Ko, P1, K1, ..., Py, K] using natural revision is in coNP.

Proof. According to Theorem 3, such a preorder C exists if and only if, for every i €
{1,...,n}, it holds that K; |= P; and, if j is the maximal index such that j < ¢ and K; A P;
is consistent (if any), then K; = K; A P;. The first part, K; = P; for all 4, can be verified
by a linear number of independent unsatisfiability tests.

The second part can be rewritten as: if K; A P; is consistent and Kj, A P; is inconsistent
for every h between j and i, then K; = K; A P;. Rewriting implication as disjunction, for
every 7 =0,...,71—1:

1. either KyAP; is inconsistent or K A P; is consistent for some 0 < h < i or K; = KgAF;;
and

2. either K1 AP,; is inconsistent or K AP; is consistent for some 1 < h < i, or K; = K1 AP;;
and

3. ...

4. either K;_1 A P; is inconsistent or K; = Ko A P;.

These are the conditions for index i. They have to hold for every i € {1,...,n}. Since
the formulae K; are consistent, the conditions can be simplified: if K; A P; is consistent, then
either Kj, A P; is consistent for j < h <1 or K; = K; A P;; in the latter case, K; = K, A P;
for one such index h (the last). Therefore, the condition can be recast as:

Kj/\Pi):J_OI'KZ'EKjJrl/\Pi or ...K;=K,_1NP OI‘KZ'EK]'/\R

This condition can be checked with a number of independent unsatisfiability tests, and
is therefore in coNP. O

Theorem 4 The problem of establishing the existence of a preorder generating a revision
sequence using natural revision is coNP complete.

Proof. Membership is proved in the previous lemma. Hardness is proved by reduction from
the problem of checking whether a formula G is unsatisfiable. The instance is [Ky, P1, K]
with Ky = a, K1 = P, = a — G, where a is a new variable, not in G. If G is satisfiable,
then Kg A P; is consistent; therefore, it should be equivalent to K;. Instead, it is a A G. If
G is unsatisfiable, then K7 = P; = —a is inconsistent with Ky. By Theorem 3, a preorder
generating the sequence using natural revision exists. O
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A.3 Restrained Revision: Proofs

Lemma 8 Let [Kj, Pj41,...,P;, K] be a revision sequence generated by restrained revision
from the initial total preorder C. If K; N\ P; is consistent while none of Kj11 AN Fj, ...,
K, 1 N\ P; is, then CP]'+1,...,P¢ (O) = MOd(Hl&XSGt(Kj N P;, Pj+1, ... ;Pi—l))~

Proof. Proof is by induction on i —j. When j = i+1 the claim Cp,(0) = Mod(maxset(K; A
P;)) holds because K A P; is consistent by assumption.

The inductive claim is that Cp,,, . p_,p,_,,p(0) =  Mod(maxset(K; A
P, Pjt1,...,Pi_9, Pi_1)), the inductive assumption is the same without P;_:

ijJrl,m,PFQ’pi (0) = Mod(maxset(Kj NPy, Pjyq,..., P_»))

By definition, Cp,_, . p_, p(0) is Cp,,, . p_,(k) N Mod(P;) where k is the minimal
integer making this intersection non-empty. As a result, Cp,,, . p_,(I) N Mod(F;) = ( for
all indexes [ such that 0 <1 < k. Revising the preorder by P;_; changes the classes of:

e the models of K;_1, which become class zero;

e the models of the same class, which are split according to whether they satisfy P;_.

Since no model of K; 1 satisfies P; by assumption, Cp,,,,..p,_,.p,_,(0) N Mod(F;) = ()
holds. None of the classes of ij +1,.,P_p Of index 0 < I < k intersect Mod(P;); therefore,
neither do the ones resulting from splitting them. As a result, the minimal-index class
intersecting Mod(P;) is one of the two resulting from splitting Cpiyy,. Py (k), which are:

CPj+1,...,Pi72 (k> N MOd(Pifl)
Cp Py (k)\Mod(P;-1)

1500

If the first intersects Mod(P;), this is Mod(K;); otherwise, Mod(K;) is the second. In
formulae:

Mod(K;) = Cpy,...P_» (k) N Mod(P;—1) N Mod(P;) if not empty
ORI =N (Cpiy, b (K)\Mod(P;—1)) N Mod(P;)  otherwise

By the properties of set operators, this equation can be rewritten as:

Mod(K;) = CPji1,...Pi_o (k) N Mod(P;) N Mod(P;—1) if not empty
Y (Cpyyy,. o (K) N Mod(P;))\Mod(P;—1) otherwise
By the way k was defined, Cp,, .. p,_,(k) N Mod(F;) is equal to Cp,,, .. p,_, p,(0). The
latter is by the inductive assumption Mod(maxset(K; A P;, Pj41,...,Pi—2)). Intersecting
this set with Mod(P;—1) if the result is not empty, and subtracting Mod(P;_1) otherwise
is the same as adding P;_1 to the end of the sequence, by the definition of maxset of a
sequence. Since Mod(K;) = Cp,,, .. p_, P,_,,p,(0), this proves the inductive claim that this

[3

set is equal to Mod(maxset(K; A P;, Pj41,...,Pi—2, Pi_1)). O
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Lemma 9 If [Ko, P, K1,..., Py, K,] is restrained-compatible then it is generated by re-
strained revision from the total preorder C = [C(0),...,C(n + 1)], where:

Mod(K;) ifi<nandVl<i.PANK =L
Cli)=14 0 otherwise, if i <n
UIMod(K;) | 3 <j PAK W LY ifi=n+1

Proof. No formula has index less than zero; therefore, C'(0) = Mod(Ky), which is not empty
because all formulae in the sequences are consistent by assumption. Since C'(n+ 1) contains
all models not in C(0)U---UC(n), the union of the classes include all models, and no model
in C(n+1) is also in another classes. In order to prove that C' is a partition, it is shown that
no model of C(7) is also in C(1) with I < i <n. If I € C(i) with i < n then I € Mod(K;)
with P; A K inconsistent for all [ < i. Since K; = P;, also K; A K is inconsistent. This
proves that a model I cannot be in C'(7) and also in C(I) with [ < i.

The previous lemma shows that, regardless of the initial total preorder, if a revision
sequence is generated by restrained revision then K; = maxset(K; A P, Pj11,...,Pi—;) if
Jj is the maximal index such that j < 7 and K; A P; is consistent, if any. Since restrained
compatibility ensures that this condition holds, all K; for which such a j exists are obtained
by revision regardless of C.

Remains to show that C' generates K; even if P; A K is inconsistent for all [ < ¢. The
models of P; are in C(i) = Mod(K;) and classes of greater index. Indeed, if a model of
P; were in C(l) with | < k then P; A K; would be consistent. Revising C' by Pj, with
l=1,...,9—1, changes the preorder in two ways:

1. the models of K; are moved to class zero;

2. all other classes are split according to satisfaction of F.

Since P; A K is inconsistent, no model of P; is moved to class zero. As a result, the
relative position of the models of P; is only modified by the second change, the splitting of
the classes. This could break the class Mod(K;) in two, but not in this case. Indeed, since
either K; = P, or K; = —P,, either all models of K; satisfy P, or all falsify P;. In other
words, the change may alter the comparison of two models of P;, but does not if they are
both in Mod(Kj;).

Two claims are therefore proved: that the models of P; are in C(i) = Mod(K;) and
greater classes; and that after the first ¢ — 1 revisions the minimal models of P; are still
Mod(K;). This proves that the result of the i-th revision is K;. O

Theorem 5 A revision sequence [Ko, P1, K1, ..., Py, K, is generated by restrained revision
from some initial total preorder if and only if it is restrained-compatible.

Proof. The previous lemma shows that every restrained-compatible revision sequence is
generated by a certain initial preorder. Remains therefore to prove the converse: if a
revision sequence is not restrained-compatible then it is generated by no initial preorder.
Lemma 8 proves that every sequence generated by restrained revision satisfies the con-
dition that K; = maxset(P; A K, Pjy1,...,Pi—1) where j is the maximal j < i such that
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P; ANKj is consistent. That K; = P; holds is a consequence of Mod(kK;) being the set of min-
imal models satisfying P;. Remains therefore to prove the necessity of the third condition
of restrained compatibility: if P; is consistent with all K; with j < k then either K; = P,
or K; = —P, for every [ < 1.

To the contrary, let [ < i be such that K; £~ P, and K; &= —F;. These two conditions
imply that Mod(K;) contains some models of P and some models of =FP,. Even if the
models of K; are in the same class after [ — 1 revisions, the [-th one separates the ones
satisfying P, from the ones satisfying —FP,. These may end in two consecutive classes, or in
the new class zero and in another class, but either way the models of K; are placed in two
separate classes. Since constrained revision never merges classes, these models are still in
separate classes after the ¢ — 1-th revision. As a result, revising by P; can only select a part
of Mod(K;) and not all of it. O

Lemma 10 A revision sequence [Kg, P1, K ..., Py, K] is restrained-compatible if and only
if, for every index i:

2. for every 0 < j <1, either K; \ P; is inconsistent or K; = K; A P; for some j <1 <1
or K; = maxset(K; A Py, Pji1,...,Pi1);

3. for every 0 < j <i, K; = Pj, K; = —P;, or K; = Kj A\ P; for some 0 <1 < 1.

Proof. The three conditions of restrained compatibility can be rewritten as follows, for
every index i.

1. K; E P
2. for every j such that 0 < j <4, either K; A P; is inconsistent or K; A P; is consistent
for some j <1 < i or K; = maxset(K; A P, Pjy1,...,Pi—1);

3. for every j such that 0 < j < i, either K; |= P; or K; = —~P; or K; A P; is consistent
for some 0 <[ < 3.

Both the second and the third point include “K; A P; is consistent for some h <1 < 7”:
in the first, h = j 4+ 1; in the second, h = 0. In the particular conditions of the lemma,
these two conditions will be shown to be equivalent:

1. K; A P, is satisfiable for some [ such that h <1 < 1;

2. K; = K; A\ P; for some [ such that h <1 <.

It is proved that: first, if the sequence is restrained-compatible then Condition 1 implies
Condition 2; second, if the three conditions of the lemma are true then Condition 2 implies
Condition 1.

Condition 1 is that K; A P; is consistent for some h < [ < ¢. Either [ is the maximal
index with this property or some other index between h and 7 is. Let g be such a maximal
index. By restrained compatibility, K; = maxset(Ky A Pj, Pi_1,..., Pyy1). The maxset of a
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sequence implies its first element, if consistent. Since this is the case, K; = K4 A P;. This
means that Condition 2 holds for index g.

Condition 2 is that K; = Kp A P; for some h <[ < i. Since K; is consistent, K A P; is
consistent as well, proving Condition 1 for the same index . O

Theorem 6 FEstablishing the existence of a total preorder generating a restrained revision
sequence is coNP-complete.

Proof. Membership follows from the previous lemma. Its conditions can be all reformulated
as entailments (like K; = P;), inconsistencies (like that of K; A P;) and equivalences with
maxsets (K; = maxset(K; A P, Pj41,...,Pi—1)). All these problems are in coNP, and can
therefore be rewritten as universal quantified formulae. The whole problem is a combination
of these; by renaming all variables and taking out the quantifiers, a single universally
quantified formula results. Since VQBF is in coNP, the problem is in coNP.

Hardness is proved by reduction from the problem of propositional unsatisfiability. Given
a formula F', the associated revision sequence is [a,b V F,a A b], where a and b are fresh
variables, not occurring in F. If F' is unsatisfiable then b V F' is equivalent to b, and the
sequence [a, b, a A D] is generated by the preorder C' = [C(0),C(1)] with C'(0) = Mod(a) and
C(1) = Mod(—a). If F is satisfiable then a A (b V F) is satisfiable but is not equivalent to
a A b, which makes the sequence not generated by restrained revision from any preorder.
The sequence is therefore generated by restrained revision from some preorder if and only
if F'is unsatisfiable. I

A.4 Lexicographic Revision: Proofs

Lemma 11 If a revision sequence [Ko, Py, K,..., Py, K,] is generated by lexicographic
revision from the total preorder among models C' then it has the result preorder R defined

by:

Proof. R is a total preorder because: first, R(0) is not empty because C'(0) = Mod(K)),
which implies Mod(Kp) € C(0) and Ky € R(0); second, no formula is in two classes of
R because C' is a partition. Third, every K; is in a class of R because of Property 1:
since Mod(K;) is a set of minimal models of C, all its models are in the same class C(j);
therefore, K; € R(j). Remains to prove that this preorder satisfies the two conditions for
being a result preorder for the sequence.

If K; and K; are consistent with each other, they have a common model I. Let h be
its class. By construction, since I |= K; then K; € R(h). The same holds for K, since
I = K;. As aresult, K; € R(h).

Let K; and K be such that -K; A Kj Amaxset(F;, ..., P;) is consistent. By assumption,
the sequence is generated by lexicographic revision from C. As a result, the models of K; are
exactly the minimal models of maxset(F;, ..., P;) according to C. Let h be the class of such
models. By construction of R, it holds K; € R(h). All models of =K; A maxset(P;,..., P)
belong to a greater class [ > h. Since —~K; A K; A maxset(F;, ..., P) is consistent, K; has
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some models in C({). Since all models of K are in the same class, it follows Mod(K;) C C(1),
which implies K; € R(l). Since [ > h, the claim is proved. O

Lemma 12 If R is a result preorder for a revision sequence [Kg, P1, K1, ..., Py, K] such
that K; = maxset(P;,..., P1) for every i, then lexicographic revision from the following
total preorder C' among models generates the revision sequence, where z is the index of the
greatest class of R:

oy = § U{Mod(Ki) | Ki € R(h)} if h < =
(h) = {I|I¢KiU---UK,} ifh=2+1

Proof. C'is proved to be a total preorder. First, C'(0) is not empty since R(0) is not empty.
Second, no model belongs to more than one class: if I is in both C'(h) and C(I) then by
definition there exists K; € R(h) and K; € R(l) that are both satisfied by I; this implies
that K; A K is consistent; since R is a result preorder for the sequence, it follows that [ = h.
Models of C(z + 1) are exactly the ones not contained in the other classes.

Remains to be proved that lexicographic revision generates the revision sequence from
C': revising C by P,..., P; generates K;. Since K; = maxset(F;,..., P;) by assumption,
all models of K; are also models of maxset(F;, ..., P;). Remains to be proved that they are
the minimal ones: all other models are in greater classes. Let h be the class of the models
of Kj;, and I be a model of ~K; A maxset(F;,...,P1). If I does not satisfy any other Kj;
then I € R(z+ 1), and z + 1 > h since z is the greatest index of the classes of R. If T
satisfies K then it satisfies —K; A Kj A maxset(DP;, ..., P1), which is therefore satisfiable.
Since R is a result preorder for the sequence, K is in a class R(l) with { > h. This implies
that I € C(I). This proves that every model of maxset(P;,..., P;) that is not in Mod(K;)
is in a class greater than h. |

Lemma 13 A revision sequence is generated by lexicographic revision from some total pre-
order if and only if it is lexicographic compatible.

Proof. If the revision sequence is generated by some total preorder then K; =
maxset(P;, ..., P;) holds for every i. Furthermore, a result preorder R for it exists by
Lemma 11. From it, define the relations ~ and < as: K; ~ Kj if and only if K; and K; are
in the same class R(h); K; < K; if K; € R(h), K; € R(l) and h < [. Since R is a revision
preorder for the sequence, if K; A K; is consistent then K; and K are in the same class,
which implies K; ~ Kj;. In the same way, if ~K; A K; A maxset(DP;, ..., P;) is consistent
then Kj; is in a lower class than K, implying K; < K;. A cycle containing < is impossible
because K; < K; means that the class of K; is lower than the class of Kj.

This does not prove lexicographic compatibility, which requires K; ~ K; and K; < Kj to
be respectively equivalent to the consistency of K; A K; and —K; A K; Amaxset(DP;, ..., Pp),
not merely implied by them. However, by removing from these relations all pairs K; and
K not satisfying the respective condition makes these relations weaker. Therefore, no new
cycle is created.

To prove the other direction, assume that K; | maxset(F;,..., P;) for every i and
that ~ and < are two relations defined from the sequence as specified in the definition
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of lexicographic compatibility. A result preorder for the sequence is shown. Together with
K; = maxset(F;, ..., Pp), this implies that the revision sequence is generated by some initial
preorder by Lemma 12.

From ~ and <, a relation < is defined: K; < Kj if either K; ~ K or K; < K;. This
relation is not necessarily transitive, but has a number of other properties:

1. if Kl >~ Kj then Kz < Kj and Kj < Ki; indeed, Kz ~ Kj holds only if Kz /\Kj is
consistent, which implies that K; A K; is consistent; therefore, K; ~ K;, which implies
K; < Kj;

2. if K; < Kj then K; < K; and K; £ K;; to the converse, if K; < Kj, then either
K; ~ K; or K; < Kj; in both cases, this is a cycle of ~ and < containing one < link,
which contradicts the assumption that no such cycle exists;

3. <isreflexive; indeed, all formulae K; are consistent by assumption; therefore, K; A K;
is consistent, which implies K; ~ K; and K; < Kj;

4. < is Suzumura consistent (Suzumura, 1976): it does not form cycles K;,, ..., K;,, =
K, such that K;;, < K;; , for all j and for some j also K;; , £ Kj;; this is proved

below.

Properties 1 and 2 mean that ~ and < are the equivalence and strict part of <, re-
spectively. Indeed, K; < Kj; holds only if either K; ~ K; or K; < Kj; the former implies
K; < K;, the latter K; £ K;. Property 4 is a consequence of this fact and of the assumption
of nonexistence of cycles of ~ and < containing at least one link <.

Since < is reflexive (Property 3) and Suzumura consistent (Property 4), by the Suzumura
extension theorem (Suzumura, 1976) a total preorder R extending < exists. Extending
means that both the equivalence and strict parts of < are preserved in R. Since these have
been proved to be >~ and <, the total preorder R has K; and K in the same class if K; ~ K;
and K; in a lower class if K; < K.

If K; A K is consistent then K; ~ K, which implies that K; and K, are in the same
class of R. If =K; A Kj Amaxset(F;, ..., Py) is consistent then K; < Kj, which implies that
the class of K; in R is less than the class of K;. This proves that R is a result preorder for

the revision sequence. O
Lemma 14 A revision sequence [Ky, P1, K ..., Py, K;] is not lexicographic compatible if
and only if either K; [~ maxset(P;,..., Py) for some i or consistent sets Ry,..., R, exist
such that:

1. {P; | 1<j<iand K; = Pj} C R; for every i; and

2. there exists a cycle K;,, . .., K

im

= K, such that either Kij /\Kij+1 or —|Kij /\Kij+1 AR;
is consistent for all i; € {i1,...,im—1}, and the second is consistent for at least one
such index.

Proof. A revision sequence is lexicographic compatible if and only if K;
maxset(P;, ..., P1) for all ¢ and there is no cycle as specified by the definition. Inverting
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this condition, a sequence is not lexicographic compatible if either K; = maxset(P;,. .., Py)
or a cycle exists. As a result, one can check whether K; = maxset(P;,..., P;) for some i; if
this is true, no further check is needed: the sequence is not lexicographic compatible. The
presence of cycles is irrelevant in this case. The other case is that K; = maxset(P;, ..., P;)

for all 7, and then the sequence is not lexicographic compatible if and only if it contains
cycles.

The point is that the condition for the presence of cycles can be written under the
assumption that K; = maxset(P;,..., P;), since this is the only case where this condition
matters. By Lemma 2, the only consistent subset of {P,..., P;} containing all formu-
lae entailed by K; is maxset(F;,...,P;). This means that R; can be used in place of
maxset(P;, ..., P;), since the only R; satisfying the first condition in the statement of the
lemma is maxset(P;, ..., P). O

Theorem 7 The problem of checking the existence of a total preorder generating a revision
sequence using lexicographic revision is coNP-complete.

Proof. Membership follows from the previous lemma: the sequence is not generated by
lexicographic revision from any preorder if and only if it is not lexicographic compatible,
which in turns can be checked by existential quantifiers only:

1. K; |~ maxset(P;,..., P);
2. there exists R;;

3. R; is consistent;

4. either K; = Pj or P; € R;;

5. there exists a cycle K;,,..., K,

im

= K’LN

6. Kij N K;

;41 18 consistent;

7. —|Kij A K;. . A\ R; is consistent.

j+1
The first condition can be expressed in terms of existential quantifiers only as shown by
Lemma 3. The same holds for the other conditions as well. As a result, incompatibility is
in NP, which means that the existence of preorder generating the sequence is in coNP.
Hardness is proved by reduction from propositional unsatisfiability. A formula F' is
satisfiable if and only if [Ky, Py, K1] is generated by no preorder, where Ky = a, P; = a and
Ky =aV F and a is a new variable not contained in F'. Indeed, if F' is unsatisfiable, then
K1 = a, and the sequence is generated by the preorder C' = [C'(0), C(1)] with C(0) = Mod(a)
and C(1) = Mod(—a). If F is satisfiable, then K; has some models that do not satisfy P:
the ones of F'. As a result, K; = P;, and the sequence is not generated by any preorder. (]
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A.5 Reinforcement Revision: Proofs

Lemma 15 For every sequence of n numbers V .= [V (1),...,V(n)], it holds My (I,i,j) =
My (1,i,h) + My (I,h,j) for every three indexes i, j and h.

Proof. 1f i < j then My (I,1,7) is the sum of My (I,1,l1+1) fori <1 < j. Otherwise, it is the
sum of —My (I,1,1+1) = My (I,1+1,1). Also My (I,i,h) and My (I, h,j) can be expressed
in the same way. If h is between ¢ and j the result follows immediately. Otherwise, if i < j
and h > j then My (I,i,h) includes My (I,1,1 + 1) for [ > j, but then My (I, h,j) includes
My (I,l+1,1) = =My (1,1,1 + 1), which subtracts the same amount from the sum. The
case h < ¢ is similar. O

Lemma 16 If a revision sequence [Ko, Py, Ki,...,P,, K| is generated by reinforce-
ment revision from the total preorder C and Do = [Dc(1),...,Dc(n)] with De(i) =
min{j | Cp, . p,_,(j) N Mod(P;) # 0} and I |= K; then, for every j:

e Mp,(I,i,7) >0 otherwise.

Proof. If a model I is in Cp,. p,_,(c) then it is in Cp,._p,(c — D¢c(i)) if I = P; and in
Cp,..p,_,(c+ 1) otherwise. As a result, Mp_(I,i,i+ 1) is the difference between the class
of I in the preorder at step i + 1 and the preorder at step i. Since Mp,(I,1,7) is the sum
of these amounts from index 7 to index 7, it is the difference between the class of I at step
j and i. If I = K; then its class at step i is zero. As a result, Mp,(I,1,7) is the class of I

at step j. This is zero if I = K; and greater otherwise. |

Lemma 17 If V = [V(1),...,V(n)] is a reinforcement mover for the revision sequence
[Ko, P1, K1, ..., Py, K], the following initial preorder C = [C(0),...,C(V(1)+---+V(n+
1))] generates the revision sequence by reinforcement revision and Do =V .

oG) = { {I'| Tk K; and My(I,i,0) =35} ifj<V(Q)+...+V(n)+1

(I|Vi. WK} Fi=VA)+...+V(n)+1

Proof. Since K| is consistent, it has at least a model I. Since I = Ky and My (1,0,0) =0
by definition, it follows I € C(0), proving that C(0) is not empty. Every model is in some
class because if I = K; then I is in C(My (I,1,0)), otherwise it is in C(V(1)4...+V(n)+
1). To prove that C is a total preorder, remains to prove that no model belongs to two
classes. If I |= K; and I |= K; then My (I,7,i) = 0 because V is a reinforcement mover;
therefore, My (1,i,0) =0+ My (1,:,0) = My (1,5,i) + My (1,i,0) = My (1,5,0). A model
of C(V(1) 4+ ...+ V(n)+ 1) does not satisfy any Kj; therefore, it cannot be in any other
class C(j). This proves that C' is a total preorder.

The longest part of the proof is to show that reinforcement revision generates the
sequence from C. Inductively, it is assumed that Dc(1) = V(1), De(2) = V(2), ...,
D¢ (i) = V (i), where De(l) = min{j | Cp,,..p_,(j) N Mod(P;) # (0}. It is then proved that
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all models of K; are in Cp, _ p,(0) and all other models are in classes of greater index of
the same total preorder. Furthermore, the minimal class of models of P, in that preorder
is V(i + 1), proving that Do (i +1) = V(i 4+ 1), which allows to iterate the proof.

The base case is with ¢ = 0: what is to be proved is that Mod(Ky) = C(0) and D¢(1) =
V(1). By construction of C, a model I is in C'(0) if My (I,4,0) =0 and I |= K; for some i;
both hold for ¢ = 0. Vice versa, if I € C(0) then I = K; and My (I,i,0) = 0 for some 7. If
I = Ky, the definition of reinforced mover with j = 0 implies that My (I,4,0) > 0, which
in turn implies I ¢ C(0), a contradiction.

In order to prove that Dc(1) = V(1), let I be a model of P;. By construction of C, if
I = Ky then I'isin C(V(1)). If I }= K, two cases are possible. In the first, I (= K for every
j. This implies that I € C(V(1)+...+V(n)+1),and V(1)+...+V(n)+1 > V(1). In the
second case, I |= K for some other j. By definition of reinforcement mover, My (I,5,1) > 0.
The class of C' containing I has index My (I, j,0) = My (1,7,1)+My(1,1,0) = My (1,7,1)+
V' (1), the last step being a consequence of I = P;. Since My (I,j,1) > 0, it follows that
this amount is greater than V' (1). This proves that V(1) is the index of the minimal class
of models of P; in C: D¢(1) = V(1). This concludes the base case.

It is now assumed that Do (1) = V(1), ..., Dc(i) = V(i), and is proved that Cp, p,
has the class zero equal to Mod(K;) and the minimal models of P;1; in class V (i+ 1), which
proves that Do(i+ 1) = V(i 4+ 1). By induction, this proves that the sequence is generated
by reinforcement revision from the total preorder C.

Let I be a model of K;. By construction, I € C(My(I,i,0)). The first ¢ revisions
increase the class of I by Mp,(I,0,4). Since Dc(1),...,Dc(i) are equal to V(1),...,V (7)
by the inductive assumption, this is the same as My (I,0,7). By definition of My, it
holds My (1,i,0) = —My(1,0,4). As a result, My([,7,0) + Mp,(I,0,i) = My (1,i,0) —
My (1,i,0) = 0: the model I is in Cp, _p,(0).

If I is not a model of K, then it may be a model of some other K; or not. In the second
case, it is in C(V (1) +---+ V(n) +1). The first 7 steps reduce its class number by at most
Dc(1) + ... + D¢(i), leading to V(1) +---+ V(n) + 1 + Dc(1) + ... + D¢(i). Since the
first ¢ values of V' and D¢ coincide, thisis V(1) +---+V(n) +1-V(1) —--- = V(i) =
1+V(@+1)+---+V(n), which is greater than zero.

If I is a model of some K then I € C'(My (1, j,0)) by the definition of C. Its class at step
i is therefore My (I, 5,0)+Mp,(I,0,%). Since Dc(1), ..., Dc(i) coincide with V(1),...,V (7)
by the induction hypothesis, the second term is equal to My (I,0,4). The sum is therefore
equal to My (I,7,0)+ My (1,0,i) = My(I,j,0) — My (1,i,0) = My(I,j,i) + My(I,i,0) —
My (1,i,0) = My (I,j,7). By the definition of reinforced mover with ¢ and j reversed, since
I = K; and I £ K; then My (I,7,i) > 0. This proves that the class of I in the order
Cp,...p, has index larger than zero.

The last step of the proof is to show that the models of P;y; are in classes of index
V(i+1) and greater according to the ordering at step 4, which is Cp, _p,. Let I be a model
of Piy1. If it does not satisfy any K then it is in C(V/(1)+---+V(n)+1). At step i its class

isat least V(1)+---+V(n)+1—Dc(1) —---— Dc¢(i), since De(j) is the maximal decrease
of classes at step j. Since D¢(1),...,Dc(i) coincide with V(1),---,V (i) by the induction
assumption, this is equal to V(1) +---+V(n)+1-V(1)—--- =V (i) = V(i+1)+---+V(n)+1,

which is larger than V(i + 1).
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If I satisfies some K, possibly with j =i+ 1, then I € C'(My (1, ,0)) by the definition
of C. At step 1, its class index is My ([,5,0) + Mp(1,0,7). Since Dc(1),...,Dc(i) are
assumed equal to V(1),...,V (i), the second term is equal to My (I,0,47) and the sum to
My(I,35,0) + My(I,0,4) = My (I, j,4). Since I |= Py, My(I,i,i+1) = —V(i + 1) by the
definition of My (Definition 11 with V' in place of D¢). The definition of reinforced mover
ensures that My (1,7,i+ 1) = My (I,j,i) + My(I,i,i+ 1) = My (I,j,i) — V(i + 1) is equal
to 0 if I = K;4+1 and greater otherwise. Since K;;1 has some models, the minimal value
of My (I,j,4) — V(i + 1) is zero, proving that the minimal value of My (I,7,4) is V(i + 1).
This proves that Do(i + 1) = V(i + 1). O

Lemma 18 If reinforcement revision generates a revision sequence [Kg, P1, K1, ..., Py, K]
from some total preorder, then it also generates the same sequence from a preorder in which
the minimal initial class of models of Py is 0 or 1.

Proof. If Ko A P, is consistent then P; has models in Ky, which is class zero.

Otherwise, let the class indexes of models of P; be k1 < ko < k3 < ... Revision by P;
decreases all these numbers by k1, making them k; — k1 =0, ko — k1, ks — k1, etc.

From the given initial preorder, a new one can be generated by reducing each model of
Py of k1 — 1 classes. This new initial preorder generates the same revision sequence. The
models that do not satisfy P are not changed of initial class, and after revising by P, are
still moved up one class.

The models of P; are in classes k1 — (k1 — 1), ko — (k1 — 1), k3 — (k1 — 1), etc. of the
new preorder. Since k; is the minimal index of models of P, none of these indexes is zero.
Therefore, no model of P; enters K.

The minimal class of models of P in the new initial preorder is 1, proving that D (1) =
1. This implies that revising by P; decreases the class of the models of P; by one. As a
result, the indexes of these classes are k1 — (k; — 1) — 1, ko — (k1 — 1) — 1, ks — (k1 — 1) — 1,
etc. and these coincide with k1 — k1 = 0, ko — k1, kg — k1, etc. These are the same classes
obtained revising the original preorder by P;. The models that do not satisfy P; are in
the same initial class and are still moved up one class. This proves that the ordering after
revising by Pj is the same as before. Therefore, from this point on the revision sequences
are identical. O

Lemma 19 If reinforcement revision generates the sequence [Ko, Py, K1, ..., Pp, K;] from
a total preorder, it is also generates the same sequence from a total preorder C such that
Do(i+1)<De(1)+ ...+ Dc(i) +i+ 1.

Proof. The claim is proved in two cases separately: P;11 has some models that satisfy some
K; with j <1, or it does not.

Case 1: some models of P, satisfy K; with j < i. Such models are in class zero at
step j. Therefore, they are at most in class ¢ — j at step ¢. This proves that P;;; has some
models in class i — j, so the minimal class of its models is i — j or less: Do(i +1) <i— j,
which is less that Do(1) + ...+ Dc(i) + i+ 1 because i — j < i + 1.

Case 2: no model of P;44 is in any K; with j < i. Let C(l) be the minimal initial class
of the models of Piy;. If I > Dc(1) +...+ D¢ (i), then all models of P,y can be decreased
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of l— (Dc(1)+...4+ De(i)) — 1 classes without affecting the generated sequence. Models of
class I move to class | —(I— (D¢ (1)+...+D¢c(i)—1)) = De(1)+...+De(i)+1. The maximal
class such a model may reach at step i is Da(1)+. ..+ Do (i) + 1+ 4, since each step may at
most increase the class of a model of one. Therefore, Do (i+1) < De(1)4...+De(i)+i+1.

What remains to be proved is that this change does not affect the revision results.
Regarding the steps before i + 1, since the models of P;;; are in the initial class Do (1) +
...+ Dc(i)+1 or greater, while the models of K are in the initial class D¢(1), the minimal
class of models of Pj is still Do (1) and the result of revision is still K5. Since D¢ (1) is the
same as before, a similar line of reasoning can be applied to the models of K3 and to D¢ (2),
then to K3 and so on until K;, proving that neither Ki,..., K; nor Dc(1),...,Dc(i) are
affected by the change. Since D¢ (1),..., Dc(i) tell how the models are moved, at step i
the models of = F;41 are in the same classes as before the change. The models of P;y; are
lowered of D¢ (i+ 1) classes. Since the change has not altered their relative initial positions,
it does not modify their relative positions at step i. The preorder at step ¢ + 1 is therefore
the same as before. O

Lemma 20 Reinforcement revision generates the revision sequence [Ko, P, K1, ..., Py, K]
from a total preorder if and only if it generates the same sequence from a total preorder such
that each D¢ (i) is bounded by 2° — 1.

Proof. It has been proved that if Dc(1) is not 1, the preorder can be modified to make it
s0.

Since D¢ (i + 1) is bounded by De(1) + ...+ De(i) + @ + 1, assuming the claim for
Dc(1),...,Dc(i) leads to Do(i +1) < (28 —1) + -+ + (28 — 1) + 4 + 1, which is the same
as Do(i4+1) < (2042 4+ 4+ 20) =20 1 xi+i+1=2 ...+ 2 which is 27! — 1. O

Theorem 8 FEstablishing the existence of a total preorder generating the revision sequence
[Ko, P1, ..., Py, K| by reinforcement revision is in X5, and is in coNP if n is a constant.

Proof. By the above lemma, a revision sequence is generated by a preorder if and only
if it is generated by a preorder for which D¢ (i) is between 0 and 2¢ — 1. As a result, the
problem can be solved by guessing a reinforcement mover V. = [V(1),...,V(n)] for the
sequence, where each V(i) is between 0 and 2¢ — 1, since this implies not only the existence
of a total preorder C generating the sequence but also that D¢ (i) = V(i) for all indexes.
If n is a constant the guessing can be replaced by a disjunction. Checking whether V is
a reinforcement mover amount to check whether, for all I, i and j, it holds that [ = K
implies My (1,4,j) = 0if I = K; and My (/,4,j) > 0 otherwise. Calculating My (1,1, j)
can be done in polynomial time since the only checks it requires are in the form j > ¢ and
I = P,. Therefore, this verification is in coNP, and the whole problem in X because of the
guessing of V. O

Theorem 9 Checking the existence of a preorder gemerating a reinforcement revision se-
quence [Ko, P, K1, ..., P,, K;] is coNP-complete, if n is a constant.
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Proof. Membership is proved by the previous theorem. Hardness can be proved from the
problem of propositional unsatisfiability. Given a formula F', its corresponding revision
sequence is [Ko, P1, K1) with Ko = aV F, P = b and K; = a A b, where a and b are
fresh variables not occurring in F'. In this sequence, Koy = a V F' is consistent with P; = b.
Therefore, K1 = a A b should be equivalent to their conjunction (a V F) Ab. If F is
unsatisfiable this is the case. Otherwise, the model of F' extended by assigning a to false
and b to false is a model of Ky A P; that is not a model of K. This proves that the sequence
is generated by some preorder if and only if F' is unsatisfiable. O
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